Q.1] Write an algorithm, draw a flowchart and develop a C++ program to the demonstrate the use of single inheritance.

#include<iostream.h>

#include<conio.h>

const int MAX=100;

class basicinfo

{

private:

char name[20];

long int rno;

public:

void getdata();

void display();

};

class physicalfit:public basicinfo

{

private:

float height;

float weight;

public:

void getdata();

void display();

};

void basicinfo::getdata()

{

cout<<"\n enter a name:";

cin>>name;

cout<<"\n enter roll number:";

cin>>rno;

}

void basicinfo::display()

{

cout<<name<<"\t";

cout<<rno<<"\t";

}

void physicalfit::getdata()

{

basicinfo::getdata();

cout<<"height";

cin>>height;

cout<<"weight";

cin>>weight;

}

void physicalfit::display()

{

basicinfo::display();;

cout<<height<<"\t";

cout<<weight<<"\t";

}

void main()

{

physicalfit a[MAX];

int l,n,i;

clrscr();

cout<<"\n enter the number of student:";

cin>>n;

cout<<"\n enter the information:";

for(i=0;i<=n-1;i++)

{

cout<<"\n record:"<<i+1;

a[i].getdata();

}

cout<<endl;

cout<<"name rollnumber height weight\n";

for(i=0;i<=n-1;i++)

{

a[i].display();

cout<<"\n";

}

cout<<endl;

getch();

}

Output:-

enter the number of student:2

enter the information:

record:1

enter a name: Aashish

enter roll number:25

height170

weight57

record:2

enter a name:Ankita

enter roll number:26

height160

weight53

name rollnumber height weight

Aashish 25 170 57

Ankita 26 160 53

**Friend Class** A friend class can access private and protected members of other class in which it is declared as friend. It is sometimes useful to allow a particular class to access private members of other class.

**Function** Like friend class, a friend function can be given a special grant to access private and protected members. A friend function can be:   
a) A member of another class   
b) A global function

Following are some important points about friend functions and classes:   
**1)** Friends should be used only for limited purpose. too many functions or external classes are declared as friends of a class with protected or private data, it lessens the value of encapsulation of separate classes in object-oriented programming.  
**2)** Friendship is not mutual. If class A is a friend of B, then B doesn’t become a friend of A automatically.  
**3)** Friendship is not inherited

Q.2] Write an algorithm, draw a flowchart and develop a C++ program to find largest amoung two value using friend function.

#include<iostream.h>

#include<conio.h>

class biggest

{

private:

int a,b,c,large;

public:

void getdata();

friend int big(biggest abc); /\* friend function\*/

};

void biggest::getdata()

{

cout<<"enter any 3 number:";

cin>>a>>b>>c;/\*5,8,4\*/

}

int big(biggest abc)

{

abc.large=abc.a;/\*5\*/

if(abc.b>abc.large)

{

abc.large=abc.b;/\*8\*/

}

if(abc.c>abc.large)/\*4\*/

{

abc.large=abc.c;

}

cout<<"biggest number is="<<abc.large;

return(0);

}

void main()

{

class biggest obj;

clrscr();

obj.getdata();

big(obj);

getch();

}

Output:-

enter any 3 number:2

5

7

biggest number is=7

Q.3] Write an algorithm, draw a flowchart and develop a C++ program in which a function is passed address of two variables and then alter its contents.

#include<iostream.h>

#include<conio.h>

int main()

{

clrscr();

float add(float,float);

float sub(float,float);

float action(float(\*)(float,float),float,float);

float (\*ptrf)(float,float);

float a,b,value;

char ch;

cout<<"passing a function to another function:\n";

cout<<"\n enter any two number\n";

cin>>a>>b;

cout<<"a addition"<<endl;

cout<<"s substraction"<<endl;

cout<<"option.please?\n";

cin>>ch;

if(ch=='a')

ptrf=&add;

else

ptrf=&sub;

cout<<"a="<<a<<endl;

cout<<"b="<<b<<endl;

value=action(ptrf,a,b);

cout<<"answer="<<value<<endl;

getch();

float add(float x,float y)

{

float ans;

ans=x+y;

return(ans);

}

float sub(float x,float y)

{

float ans;

ans=x-y;

return(ans);

}

float action(float(\*ptrf)(float,float),float x,float y)

{

float answer;

answer=(\*ptrf)(x,y);

return(answer);

}

Output:-

passing a function to another function:

enter any two number

24

25

a addition

s substraction

option.please?

a

a=24, b=25

answer=49

# C++ Recursion

When function is called within the same function, it is known as recursion in C++. The function which calls the same function, is known as recursive function.

A function that calls itself, and doesn't perform any task after function call, is known as tail recursion. In tail recursion, we generally call the same function with return statement.

Q.4] Write an algorithm, draw a flowchart and develop a C++ program to display Fibonacci series (i) using recursion,(ii) using iteration.

#include<iostream.h>

#include<conio.h>

int main()

{

int sum(int);/\* function declaration\*/

int n,temp;

clrscr();

cout<<"enter any integer number\n";

cin>>n; //4

temp=sum(n);// function calling

cout<<"1+2+3...."<<n;

cout<<"and its sum="<<temp<<"\n";

getch();

}

int sum(int n)

{

int sum(int);

int value=0;

if(n==0)//4

return(value);

else;

value=n+sum(n-1);/\* 4+3

return(value);7

}

**Output:-** enter any integer number 12

12+11+10+9+8+7+6+5+4+3+2+1=

# Factorial program in C++

**Factorial Program in C++:** Factorial of n is the product of all positive descending integers. Factorial of n is denoted by n!. For example:

1. 4! = 4\*3\*2\*1 = 24
2. 6! = 6\*5\*4\*3\*2\*1 = 720

Q.5] Write an algorithm, draw a flowchart and develop a C++ program to calculate factorial of a number.

#include<iostream.h>

#include<conio.h>

void main()

{

long int fact(long int);// function declartion

long int x,n;

clrscr();

cout<<"enter any number:";

cin>>n;

x=fact(n);// function calling

cout<<"values="<<n<<"\n and its factorial="<<x;

cout<<"\n";

getch();

}

long int fact(long int n)

{

long int fact(long int);

int value=1;

if(n==1)

{

value=n\*fact(n-1);

return(value);

}

}

Output:-

enter any number:65

values=65

and its factorial=1138

Every object in C++ has access to its own address through an important pointer called **this** pointer. The **this** pointer is an implicit parameter to all member functions. Therefore, inside a member function, this may be used to refer to the invoking object.

Friend functions do not have a **this** pointer, because friends are not members of a class. Only member functions have a **this** pointer.

The Class Constructor

A class **constructor** is a special member function of a class that is executed whenever we create new objects of that class.

A constructor will have exact same name as the class and it does not have any return type at all, not even void. Constructors can be very useful for setting initial values for certain member variables.

Q.6] Write an algorithm, draw a flowchart and develop a C++ program to demonstrate the use of this pointer.

#include <iostream>

using namespace std;

class Box {

public:

// Constructor definition

Box(double l = 2.0, double b = 2.0, double h = 2.0) {

cout <<"Constructor called." << endl;

length = l;

breadth = b;

height = h;

}

double Volume() {

return length \* breadth \* height;

}

int compare(Box box) {

return this->Volume() > box.Volume();

}

private:

double length; // Length of a box

double breadth; // Breadth of a box

double height; // Height of a box

};

int main(void) {

Box Box1(3.3, 1.2, 1.5); // Declare box1

Box Box2(8.5, 6.0, 2.0); // Declare box2

if(Box1.compare(Box2)) {

cout << "Box2 is smaller than Box1" <<endl;

} else {

cout << "Box2 is equal to or larger than Box1" <<endl;

}

return 0;

}

Output:

Constructor called.

Constructor called.

Box2 is equal to or larger than Box1

# C++ Overloading (Function and Operator)

If we create two or more members having the same name but different in number or type of parameter, it is known as C++ overloading.

![C++ Overloading](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAS8AAADMCAMAAAAVp9VyAAAC7lBMVEX///+/v78AAADzrar/78LH4r//5Zntg3/0sq+h1Iae04H/3Xb/22yk1Yv/3nyZ0Xqx2p7/7bb0t7SCs2bWtla4VFD/8cfyp6Sz26L/67G73q3/443J5MP1u7n/5p3/5JPuiIPtf3vsenbM5Mf2v73O5crrd3K23KWc0n3rc2/qcGvui4f3yMa43anvjorS59DF4ry+37L3y8nqbWiv2Zvxop//56D/6q7D4bn/4IHvkY2p15L/6af/6KT/6qvB4Lb/7rz/7bv/7bn1urf/5JXsfXj2xMH2wsD/7r7/3HPQ5s3/23D/23HP5sz2xcP/2Wmn1o//2WfT59L/8crwlZH/45D/4ITwmJTypKGs2Jf/4Yjyqabxn5vxm5hDKikvPClEVjxnWzYfKBstGxsvKRit2JnErGUvKx+cxoemklgkKCJnXkNWbUtHQS6vzqLZv3Jui2Dt7e3YxY2BpG+CckNHPybJycmaYF3Es4GbZWM0PjHFxcXk5OTolpNiQT/c3Nx7T06NtnjLf3xhPTz7+/vs1piRt3+5d3Sll2xhclvfkY2FpnVoaGj22H0SERGysrLYvGpOW0mz0KmWlpb22oXs0Hx5j3B3d3cMDAwHBwf39/fs2KCkvZrnjouiz4qHh4d8kHW4cW+jj1IYGBgEBAS72bC21qmTrIp4SkjNhoPErmtHPiMgICDx8fHT09Pei4dqiFuCd1dBQUE2NjYsLCzsz3bDY182PzNMWkb34aWpzZjX19f2353dmJaeu5GQqYaCdlO8vLykpKShyI5ZWVnm0ZGk0I+NvnHq6uqmpqbnnZrYx5Sl0JLr0YPPvIPKendwimVPT09LS0v24KHSj4zehYHix3mUxXm7fHnZZmFbW1tgOjmYvITz0GWikV3x4rbHvJrEb2zfv2LZ6NHz6c3qy8p1lGbJ3r3gtrScnJzmxWOQXFp1aUavvaa+oaC7kpC9g4Back5YUTsyMjLqq6mramemS0jInp2GWFaOfEZkW3+aAAAPpElEQVR42uzUIQrDQBCF4Qkx0YEhqi5yVa5QSFwvkFPU1LQXygVqyl6gZs2I2hWBHCBQWxUaVWihMzyy34xc9cMO/dEkMbCGEGUidCPLvWx0lF54JGg+uEaTC56AeXHaBDjYGJy+gPsluT3o65hATUNrYXgSJvGdBf84EqQ41xbma0aQQm0jni+EiHc2OLsRIrteJ0LEexuwvUobnGEe/NTr616F9kD3KmykXpvplesPcK/cRuqVeq2kXkuvvu+rZd+qH3fl8yvYXpWN1GsjvV7skz1q3FAUheE22UZSB9JNM312EPAU0mu0iIcKCTEqBLMHFeqeKq/AG3DjSjCgJUxtSJlzzx0JJcHCYOxBsg7Mfef+Ce4Hc5joLKr88TCnx1ykeKn54LiP53yY1WJ57UYBhHvY7VKRdDcnwChe6uEj4IURfGNWy+eFS5NWDYCd38hLtVJe0aCzSEHTJuJaJ5oWQBdpzLPohFLaJkkLo4OpINf5LBeQjqwUcsxyVMv5hR+1Yc4PWjwvnGfnEEyFkGdAVaGhiJCA4+/Qs1UogYI/jKtxJ5SwUonYaGpfRF5F7FcKdfm84qt43cTpofHpEsPkWZYjAQRc7U7KK0bQCkKFagoWLGEZ49pIzdJxg2HU8nmV5DU6npdWcVwIpJVjwgHrVJIc4VhWXgSHgOUy46jZ49p43Q0CF09zr/9HzV17yfjes47T/bVf3HnwokMBYHSj0kBIHDVrSx7fqHRj1PJ5NSLFwKWsmYdnckyO//NqjJfB8F6kQQmhLrHMUbN03FXsK+D1a1BdAoGagLuZ40K8YOE5gJtpQClo0ljwGFNe1iekiVWHlVK/NNXyeQ2AvOFSEwyPln3zNy92ORGA2RAH8GlEEP/lFYTyK+C1n+gpESiMWcO3c3oqHuvVPdO9v44qoUsiyRM7ee86G33WuV5dsycvukGr4PVuImNiNi2Y148PUN0HfTrXjKWN14w65zo8DaJpwby+f4S6XqAwqWy8XqE18Pp6G228PgmvL7fRxmvjNdHGa+D17TbaeH0SXj9vo8Xy+sO+/fI2CIRxHH/ueQ+8gYklw/YlzdVhMDTBIBcQiEHNBEhaUciZqTYTndwyUeomlmymXbJker2y7E8HpUdIye3uk1T2xC9pCd/kTroh6l6PJ92gou6ln3ZBF3Wvh/y0C/lC0L2e87Mu0LWg9ztA08+OT9eIqHs9Uf346IoIej8N4OH4g9FXQoiY9x83XmnvuNhcgv7dM8ZKo3ne45b3mnwpp9qKEGIJen+bscl6QanG6d09d981TpQu1oSxQWC2Rbh5fYwxmpFGLKHnAjAI72LTN3Rfss2nyVpE4B/jp8G1afLMlWLwQrw3DHzCxzSvhX0yNubcYGACwPAOgykodS4wJMVwSww9UPa7xNj7ni6egbLPFeLtz/HQB6Waj+jvzHcFSpVbNs/ugJeglPPiv+PMYrwApQwJy6bxQlw6oPxhBnhTNsw0wLshKDvGLt47UMZycTIC5Rc7wsmwasoIU/FfC1s1SDAdVY+ZYDYH5YuRYWbsm7OPfflepSuNUkz2zzHPMBE8bLVnOMGobgwjxWgMyoZzj279FKMJuhYon8GrHgtiarCv4FXPWaqCWASvg6dVBZEFL45xZS+ILHhxzSt3QdwGLy6+zAVxG7w4zWJpC+I2eHHzQkkLYhG8+E0DKQtiEbyasFwJC2IRvJoZR9IVxCJ4NWUnkhXEIng1N+hLVRB3gxe/eSpRQTwkeNX3HWkK4mHBq77vSFIQDw1e9X1HjoLIgldLJ8kQxFjwau2s/x/EWPBq8bT/HsQ+uLFjGgABKAaimvHBxsCICUQgC1DQ5l9CaE9Ah47vBa8/7/0sH7x83ykGMQ1eE9+pBbEZeGnfKQWxKXhp36kEsTl4ad8pBDECXtp36kCMgZf2nTIQE+CFu84qEFPgxVseEKs5zAIvDGI1guiBFwexEkF0wYuDWIcguuDFWxsE0Qcv3p4viAPwAh3pgvg1UG3ZgjgALwxiwYIIwAuAWKwgAvBCIBYqiAC8IIhFCiIALwxigYJIwIuDWJwgMvDiIBYmiBS8OIhFCSIHLw5iQYJ4k3fHqgkDYQDHPz7yBgl9AXHWR2g3Ebq0LxEcErJ0iSCFplPQooNohg6ik3QoXczYekMpFuqQKZAhAencF+glUevsyd0H/eUFDhKO3D/JRTB4/Z8g9rQPXurLykEQI3uhte62wYvCnrF/QcwnOpXdYK8MXkT29NwFsS7RJSUfXxG8yDSVMoi5iEDSBNEpghcZRRAbIpLcI7mNiEtib2TlQaxFdFusASKS+0CRBzFuAgStMdfyicz2JcfHHMGuPx7h1sQncqc4fu9iaQnk9HBn2AES3DnujOgtv5eY6/qUngG6/hxL30BNfha/euS6U+fxGbkfIMbFlwHRdYfzukZsw2klzI4MGSKbJXAaGys2dRnM2NrAocxgQXItRxIwIwNxqR7261dy1PuhnsJeEJ3JFQUgamY2azI1zRlseexMNuaBGCusyRb2oZDxq0uTfUQZiEjNpnxmCjlDU6BhgAi9eilfRQcuWWkqrD7geJuwqsKbBQDM01TwPh04mmVVVbBiB8BeNFRYPAiEjHhaUWF6y8ccnathu204lllR456P2bhQwxD4lZ7+yz4dq7YNRWEAbg60c0syxKa0Y6ZAsjgZZBtKX8F7Owmu7AyCBpHdII0yxYs1aLEF2TQ5LkbS0sk0BLLnCTrlCfofSUGJiW5k5FR1yW/r6tx7jiH5kN5Xk238zTufqsnO1ukGep2+2nlXTUp5va4m1XptbaDXFnvVcj9ZVp6RfzbYq5abUY/SGDVZjBEu8msrpZTXgSSOIMQ9KJZwcFA8ci/EJHXBblKvxe2/5GXRdJCuBeJ8WdnrSBL2wm1xKZkZ9Xqjo9VTyus4Ny4JB7exTfb4+MkMptPBcfEU87pccEH+QiVthndUNVXyuevzm4pT9AxC72imEQEvm/nbXgBInVwizxE0tYks3ltELhRx6mECBbtiIG5bvEtmHAFBqVdLEnjpo1u91YKEj502a7HMzx4ZrZav6gZqA0TYoDfTMI2nLZuRpJRXOy8QsOLCI3LbjDa2UbQt4TjCbYPT6tr2wLbHLtgGIV5bNHlKOG2MdrtdnOSlgBeiPvDSVaCwhcE7JPPiExRmMlOJF5isrHCZg2EcAZwpX9xmGC/ueVhgzFNoxC8x2nIvRRITWP1bXVGu4YWddq2wRR8WyQ6BV19RfOz4BIWfzUhSyuswL/x8xQW83EOXzk4OPSwuIbifnJEXt9FKe+kC1cnExm9kKeSlXCZe0bIXnDKvKPVCEVXoBZCLCRdDEg6WlIOLtO0lrNbwodcQv5tc0PBpr6Yk7BUXc3hhp82bdxZNI+2xV7MZoWfgQmFmM5I8jxc7BQmMhc2dRIjT1CtMb3Ev5CUQPIX5NXqBIYIZZMDEFiYIwdOP5vDSb2KvucatezPP5lXPDzvU6xaQuKaQEepY8PhcTRgKM4Gg0OI5eAVXGMaUCOrxqCyxVyM3+JeJ4MC1rpL6myjiMw2FqjcABsBGI8JqYNC8O7k3k5/n8UJggoSp3QXRMD0UAUDiDt+vBFlwTXXR5BuGS3iVTxVey8/a6pF7fagmpbz2iwVeP/bXmBcvZFWvN9WklNdeoQSCSAR768t/7pXkxevV9m41ib0+V5ON9fpYTUp5va0mm+y1m30fye7yV954pP3IbOLVWc45cc47ufn+Na/96xvRTadzg+WprPf5+kM9HbMmEgUBHIfp70ifr5Em+CWsAkmz67J5uLDgwu5+ABubJZBCW4sttbERjrRCKgNWd82R0uqalNfdf0YFX1gRYgzcgPPmzYwe78elEo3q4mA8hYfGi0BkdXGxIh0L87r0A4zOcJsPRS+WSfMEsNfLy1fSsTjJ68oPMMKnbT4Ug0iq5glgq6urFelYNHkVUr5sHl58zCux4ku93iRYbB7+9mEv4iNeUBRbt3hSisS9CR8cyAzBLCTZeE1EDEf/PBlao6NeiUihzaS0/6RsE+XLJ3rdewFFakUqURWIRIOKz/0iIDMEM5VMve7v9e82Y3MZig6tEQa0MpFUm+tAwqX9JBEs/H/IvO684M2JFTx6MuL1VL27UdkZJnGPadmpY/OiLu4S5sMOM2DuJqSJWIeR2v7sSEJRjiY69+Mkr1svKgys4NEVSlzWg9tFEC6zaMA0CGeReVGntxnzZcgMmNuKVIl1GKnt71AyimBR6dyPBq9kzyshlaOhklE7+4hjhoUDxZmFFrYHDrA7LypnLbXsxWCfzSvb88pIQfd5zYW60g+IzNTrOaTEoquF7SlOV4WpUq0qa2H5PIjAbvC68cLBZAVe7kZhnLt56IhGwbQcMdM2HsxxsF361lAv1lnVK0XCsPNge36c5NXyIofJCrzyFjB5nrd4t0bKNOgy0zYezHGwXfrWUC/WWdWrerV2Xi0/GrygKKwoINBcJA8bAKLRi1TUe16151UzLkcOs/N59SNJrUgh0Jyux62xAhA7r/7WiyLqk9LM8xrvvCgyxkE3l3Dc5HXtRyHTOcdjLDWHEzsK3qtDtxuahaOYzudTcTV9xbmeT0nqpZWzllbc38cneiG0I5kZkB0p7/W9sDCvjdOMPo0ZSqQ9L25aGfdxL7OxJ1Pz1vhxp/eY7HtRF9c1bb0YsuOL+MaP+mVrW/HwR3/hc73a70Jt2vpkvXSDqM+heu3+uq1em2tOnbZntPWiyDTCMb5RX79sbSvGP/rthmjyMg199VavsAMHNJgAA6Yd9ODixhErb83OdHOK052/WrBmv3dGL9PQV2/1UjtwQIMJMGDaQQ8ubhyR8s7YCTan5LrzpgVr9ntNXt/PHHgSAPvtk7y+nTnwJAD221/i5Uyq/q+88uAXeUb+eq/6HzV3jNowDIVxPC+bY7cerEPkKqGF4iuUjoZi8NbB5AY6QKeeIHOGbEVDQWO1VFQogYDBd8hzQiCETHnkPfIbtOrjv0tvGs+mebyjXovXOZ5V9XChV3przRh9pWdIvZJbq8ZokZw59OJxX70uG3r9pjI0oZdLZMxx87ufSfCkXvlEQj70+vbPAmbeEnot3USC+8PN/92ThC4Q3ndsZXqZz2GzyiQouLoXKqYSiv3mTcz4xQBA+MZsbab8TH/Y/NNl3DoLAJQ/R5Ym52ZWx802li+cymgBjShW3MEw13FzHVT0vuThfVQBb/6oSb3qvjDG5TycMUV/srmFYLVWHLS2AQbtiKaF3ebcaWwUpgdobLwzB9XN9dWM9AXV5AfXoHBzISM9ba9mJD8zDhY31+wuK2OkBygr201BzTjQbgYAvzEmJdyAd20AAAAASUVORK5CYII=)

## C++ Operators Overloading

Operator overloading is a compile-time polymorphism in which the operator is overloaded to provide the special meaning to the user-defined data type. Operator overloading is used to overload or redefines most of the operators available in C++. It is used to perform the operation on the user-defined data type. For example, C++ provides the ability to add the variables of the user-defined data type that is applied to the built-in data types.

Syntax of Operator Overloading

1. return\_type class\_name  : : operator op(argument\_list)
2. {
3. // body of the function.
4. }

Where the **return type** is the type of value returned by the function.

**class\_name** is the name of the class.

**operator op** is an operator function where op is the operator being overloaded, and the operator is the keyword

Q.7] Write an algorithm, draw a flowchart and develop a C++ program to perform unary operator.

Overloading.

#include<iostream.h>

#include<conio.h>

struct fibonacci

{

public:

unsigned long int f0,f1,fib;

fibonacci();

void operator++();

void display();

};

fibonacci::fibonacci()

{

f0=1;

f1=1;

fib=f0=f1;// 1+1=2

}

void fibonacci::display()

{

cout<<"\t"<<fib;

}

void fibonacci::operator++()

{

f0=f1;// 1

f1=fib;//2

fib=f0+f1;// 1+2=3

}

int main()

{

fibonacci obj;

int n;

clrscr();

cout<<"enter the term\n";

cin>>n;

cout<<obj.f0<<"\t"<<obj.f1;

for(int i=1;i<=n;++i)

{

obj.display();

++obj;

}

cout<<endl;

getch();

}

Output:-

enter the term
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1 1 1 2 3 5 8 13 21 34

55 89 144 233

C++ Function Overloading

Function Overloading is defined as the process of having two or more function with the same name, but different in parameters is known as function overloading in C++. In function overloading, the function is redefined by using either different types of arguments or a different number of arguments. It is only through these differences compiler can differentiate between the functions.

Q.8] Write an algorithm, draw a flowchart and develop a C++ program to create a class Triangle.Include overload functions for calculating area. Overload assignment operator and equality operator.

#include<iostream.h>

#include<conio.h>

#include<math.h>

class triangle

{

float b,h,area;

public:

float getarea()

{

area=0.5\*(b\*h);

return(area);

}

void set\_base (float base)

{

b=base;

}

void set\_height (float height)

{

h=height;

}

void operator=(triangle t)

{

b=t.b;

h=t.h;

}

void operator==(triangle t)

{

if(t.b==t.h)

{

area=(sqrt(3/4)\*pow(t.b,2));

cout<<"area of equilateral triangle:"<<t.area;

}

}

};

void main()

{

clrscr();

triangle t1,t2;

t1.set\_base(2.0);

t2.set\_height(3.0);

cout<<"\n area;"<<t1.getarea();

t2=t1;

cout<<"\n t2:area:"<<t2.getarea();

t2.operator==(t1);

getch();

}

Output:-

area:4.14167e-33

t2:area:4.14167e-33

# What is Memory Management?

Memory management is a process of managing computer memory, assigning the memory space to the programs to improve the overall system performance.

## Why is memory management required?

As we know that arrays store the homogeneous data, so most of the time, memory is allocated to the array at the declaration time. Sometimes the situation arises when the exact memory is not determined until runtime. To avoid such a situation, we declare an array with a maximum size, but some memory will be unused. To avoid the wastage of memory, we use the new operator to allocate the memory dynamically at the run time.

## Memory Management Operators

In [C language](https://www.javatpoint.com/c-programming-language-tutorial), we use the **malloc()** or **calloc()** functions to allocate the memory dynamically at run time, and free() function is used to deallocate the dynamically allocated memory. [C++](https://www.javatpoint.com/cpp-tutorial) also supports these functions, but C++ also defines unary operators such as **new** and **delete** to perform the same tasks, i.e., allocating and freeing the memory.

### New operator

A **new** operator is used to create the object while a **delete** operator is used to delete the object. When the object is created by using the new operator, then the object will exist until we explicitly use the delete operator to delete the object. Therefore, we can say that the lifetime of the object is not related to the block structure of the program.

Q.9] Write an algorithm, draw a flowchart anfd develop a C++ program to find sum of n elements .Entered by the user.To write this program, allocate memory dynamically using malloc()/calloc()Functions or new operator.

#include<iostream.h>

#include<conio.h>

void main()

{

int \*ptr\_i=new int(25);

float \*ptr\_f=new float(-10.12347);

char \*ptr\_c=new char('a');

double \*ptr\_d=new double(1234.5667);

clrscr();

cout<<"contents of the pointer"<<endl;

cout<<"intger="<<"ptr\_i"<<endl;

cout<<"floating point value="<<"ptr-1"<<endl;

cout<<"double="<< \*ptr\_d<<endl;

delete ptr\_i;

delete ptr\_f;

delete ptr\_c;

delete ptr\_d;

getch();

}

Output:-

contents of the pointer

intger=ptr\_i

floating point value=ptr-1

double=1234.5667

Q.10] Write an algorithm, draw a flowchart anfd develop a C++ program to create Marksheet .Using multilevel inheritance.

#include<iostream.h>

#include<conio.h>

class student

{

protected:

int rno;

public:

void getno(int);

void putno();

};

void student::getno(int a)

{

rno=a;

}

void student::putno()

{

cout<<"roll numbear:"<<rno<<"\n";

}

class test:public student

{

protected:

float sub1;

float sub2;

public:

void getmarks(float,float);

void putmarks(void);

};

void test::getmarks(float x,float y)

{

sub1=x;

sub2=y;

}

void test::putmarks()

{

cout<<"marks in sub1="<<sub1<<"\n";

cout<<"marks in sub2="<<sub2<<"\n";

}

class result:public test

{

float tot;

public:

void display(void);

};

void result::display(void)

{

tot=sub1+sub2;

putno();

putmarks();

cout<<"total="<<tot<<"\n";

}

void main()

{

clrscr();

result student;

student.getno(111);

student.getmarks(75,76);

student.display();

getch();

}

Output:-

roll numbear:111

marks in sub1=75

marks in sub2=76

total=151